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**Task3:Implement a Sudoku Solver**

1. def print\_board(board):
2. for i in range(len(board)):
3. if i % 3 == 0 and i != 0:
4. print("- - - - - - - - - - - - - ")

5

6 for j in range(len(board[0])): 7 if j % 3 == 0 and j != 0:

8 print(" | ", end="") 9

1. if j == 8:
2. print(board[i][j]) 12 else:

13 print(str(board[i][j]) + " ", end="")
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1. def find\_empty\_location(board):
2. for row in range(len(board)):
3. for col in range(len(board[0])):
4. if board[row][col] == 0:
5. return (row, col)
6. return None
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1. def is\_valid(board, num, pos):
2. # Check row
3. for i in range(len(board[0])):
4. if board[pos[0]][i] == num and pos[1] != i:
5. return False
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1. # Check column
2. for i in range(len(board)):
3. if board[i][pos[1]] == num and pos[0] != i:
4. return False

32

1. # Check 3x3 box
2. box\_x = pos[1] // 3
3. box\_y = pos[0] // 3
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1. for i in range(box\_y \* 3, box\_y \* 3 + 3):
2. for j in range(box\_x \* 3, box\_x \* 3 + 3):
3. if board[i][j] == num and (i, j) != pos:
4. return False
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42 return True

43

1. def solve\_sudoku(board):
2. find = find\_empty\_location(board) 46 if not find: 47 return True 48 else:

49 row, col = find
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1. for i in range(1, 10):
2. if is\_valid(board, i, (row, col)):
3. board[row][col] = i

54

1. if solve\_sudoku(board):
2. return True

57

58 board[row][col] = 0

59

60 return False 61

1. # Example usage:
2. if \_\_name\_\_ == "\_\_main\_\_":
3. # Example board to solve
4. board = [
5. [5, 3, 0, 0, 7, 0, 0, 0, 0],
6. [6, 0, 0, 1, 9, 5, 0, 0, 0],
7. [0, 9, 8, 0, 0, 0, 0, 6, 0],
8. [8, 0, 0, 0, 6, 0, 0, 0, 3],
9. [4 0 0 8 0 3 0 0 1]
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1. [4, 0, 0, 8, 0, 3, 0, 0, 1],
2. [7, 0, 0, 0, 2, 0, 0, 0, 6],
3. [0, 6, 0, 0, 0, 0, 2, 8, 0],
4. [0, 0, 0, 4, 1, 9, 0, 0, 5],
5. [0, 0, 0, 0, 8, 0, 0, 7, 9]
6. ]
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1. print("Sudoku board to solve:")
2. print\_board(board)
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1. if solve\_sudoku(board):
2. print("\nSolution:") 82 print\_board(board) 83 else:

84 print("\nNo solution exists.")
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Sudoku board to solve:

1. 3 0 | 0 7 0 | 0 0 0
2. 0 0 | 1 9 5 | 0 0 0

0 9 8 | 0 0 0 | 0 6 0

- - - - - - - - - - - - -

8 0 0 | 0 6 0 | 0 0 3

4 0 0 | 8 0 3 | 0 0 1

1. 0 0 | 0 2 0 | 0 0 6

- - - - - - - - - - - - -

0 6 0 | 0 0 0 | 2 8 0

0 0 0 | 4 1 9 | 0 0 5

0 0 0 | 0 8 0 | 0 7 9

Solution:

1. 3 4 | 6 7 8 | 9 1 2
2. 7 2 | 1 9 5 | 3 4 8

1 9 8 | 3 4 2 | 5 6 7

- - - - - - - - - - - - -

1. 5 9 | 7 6 1 | 4 2 3

4 2 6 | 8 5 3 | 7 9 1

7 1 3 | 9 2 4 | 8 5 6

- - - - - - - - - - - - -

1. 6 1 | 5 3 7 | 2 8 4
2. 8 7 | 4 1 9 | 6 3 5
3. 4 5 | 2 8 6 | 1 7 9
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